**NAME:MANSI JUMDE**

**CLASS/BATCH:A2-B1**

**ROLL NO:09**

**DAA PRACTICAL 5**

**Aim**: Implement a dynamic algorithm for Longest Common Subsequence (LCS) to find the

length and LCS for DNA sequences.

Problem Statement:

(i) DNA sequences can be viewed as strings of A, C, G, and T characters, which

represent nucleotides. Finding the similarities between two DNA sequences are an

important computation performed in bioinformatics.

[Note that a subsequence might not include consecutive elements of the original sequence.]

**TASK 1:** Find the similarity between the given X and Y sequence.

X=AGCCCTAAGGGCTACCTAGCTT

Y= GACAGCCTACAAGCGTTAGCTTG

Output: Cost matrix with all costs and direction, final cost of LCS and the LCS.

Length of LCS=16

Code-

#include <stdio.h>

#include <string.h>

int LCS\_Length(char\* X, char\* Y) {

int m = strlen(X);

int n = strlen(Y);

int C[m+1][n+1];

for (int i = 0; i <= m; i++)

{

C[i][0] = 0;

}

for (int j = 0; j <= n; j++)

{

C[0][j] = 0;

}

for (int i = 1; i <= m; i++)

{

for (int j = 1; j <= n; j++)

{

if (X[i - 1] == Y[j - 1])

{

C[i][j] = C[i - 1][j - 1] + 1;

} else

{

C[i][j] = (C[i - 1][j] > C[i][j - 1]) ? C[i - 1][j] : C[i][j - 1];

}

}

}

return C[m][n];

}

void Print\_LCS(char\* X, char\* Y) {

int m = strlen(X);

int n = strlen(Y);

int C[m+1][n+1];

for (int i = 0; i <= m; i++) {

C[i][0] = 0;

}

for (int j = 0; j <= n; j++) {

C[0][j] = 0;

}

for (int i = 1; i <= m; i++) {

for (int j = 1; j <= n; j++) {

if (X[i - 1] == Y[j - 1]) {

C[i][j] = C[i - 1][j - 1] + 1;

} else {

C[i][j] = (C[i - 1][j] > C[i][j - 1]) ? C[i - 1][j] : C[i][j - 1];

}

}

}

int index = C[m][n];

char lcs[index + 1];

lcs[index] = '\0';

int i = m, j = n;

while (i > 0 && j > 0) {

if (X[i - 1] == Y[j - 1]) {

lcs[index - 1] = X[i - 1];

i--;

j--;

index--;

} else if (C[i - 1][j] > C[i][j - 1]) {

i--;

} else {

j--;

}

}

printf("LCS: %s\n", lcs);

}

int main() {

char X[] = "AGCCCTAAGGGCTACCTAGCTT";

char Y[] = "GACAGCCTACAAGCGTTAGCTTG";

printf("Length of LCS: %d\n", LCS\_Length(X, Y));

Print\_LCS(X,Y);

return 0;

}

Output-

![](data:image/png;base64,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)

**TASK-2:** Find the longest repeating subsequence (LRS). Consider it as a variation of the

longest common subsequence (LCS) problem.

Let the given string be S. You need to find the LRS within S. To use the LCS framework, you effectively compare S with itself. So, consider string1 = S and string2 = S.

Example:

AABCBDC

LRS= ABC or ABD

Code-

#include <stdio.h>

#include <string.h>

char lrs\_results[100][50];

int lrs\_count = 0;

void find\_all\_lrs(char\* str, int i, int j, char\* current\_lrs, int current\_len, int dp[][100]) {

if (i == 0 || j == 0) {

current\_lrs[current\_len] = '\0';

strrev(current\_lrs);

int is\_duplicate = 0;

for (int k = 0; k < lrs\_count; k++) {

if (strcmp(lrs\_results[k], current\_lrs) == 0) {

is\_duplicate = 1;

break;

}

}

if (!is\_duplicate) {

strcpy(lrs\_results[lrs\_count], current\_lrs);

lrs\_count++;

}

return;

}

if (str[i - 1] == str[j - 1] && i != j) {

current\_lrs[current\_len] = str[i - 1];

find\_all\_lrs(str, i - 1, j - 1, current\_lrs, current\_len + 1, dp);

} else {

if (dp[i - 1][j] > dp[i][j - 1]) {

find\_all\_lrs(str, i - 1, j, current\_lrs, current\_len, dp);

} else if (dp[i][j - 1] > dp[i - 1][j]) {

find\_all\_lrs(str, i, j - 1, current\_lrs, current\_len, dp);

} else {

find\_all\_lrs(str, i - 1, j, current\_lrs, current\_len, dp);

find\_all\_lrs(str, i, j - 1, current\_lrs, current\_len, dp);

}

}

}

int main() {

char str[] = "AABCBDC";

int n = strlen(str);

int dp[100][100];

for (int i = 0; i <= n; i++) {

for (int j = 0; j <= n; j++) {

dp[i][j] = 0;

}

}

for (int i = 1; i <= n; i++) {

for (int j = 1; j <= n; j++) {

if (str[i - 1] == str[j - 1] && i != j) {

dp[i][j] = 1 + dp[i - 1][j - 1];

} else {

dp[i][j] = (dp[i - 1][j] > dp[i][j - 1]) ? dp[i - 1][j] : dp[i][j - 1];

}

}

}

printf("String: %s\n", str);

printf("Length of LRS: %d\n", dp[n][n]);

char lrs\_str[50];

find\_all\_lrs(str, n, n, lrs\_str, 0, dp);

printf("All possible LRSs:\n");

for (int i = 0; i < lrs\_count; i++) {

printf("%s\n", lrs\_results[i]);

}

return 0;

}

Output-
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